Особый класс операций представляют поразрядные операции. Они выполняются над отдельными разрядами числа. В этом плане числа рассматриваются в двоичном представлении, например, 2 в двоичном представлении 10 и имеет два разряда, число 7 - 111 и имеет три разряда.

### Логические операции

* **&**(логическое умножение)
* Умножение производится поразрядно, и если у обоих операндов значения разрядов равно 1, то операция возвращает 1, иначе возвращается число 0. Например:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | int x1 = 2; //010  int y1 = 5;//101  Console.WriteLine(x1&y1); // выведет 0    int x2 = 4; //100  int y2 = 5; //101  Console.WriteLine(x2 & y2); // выведет 4 |

В первом случае у нас два числа 2 и 5. 2 в двоичном виде представляет число 010, а 5 - 101. Поразрядно умножим числа (0\*1, 1\*0, 0\*1) и в итоге получим 000.

Во втором случае у нас вместо двойки число 4, у которого в первом разряде 1, так же как и у числа 5, поэтому в итоге получим (1\*1, 0\*0, 0 \*1) = 100, то есть число 4 в десятичном формате.

* **|** (логическое сложение)
* Похоже на логическое умножение, операция также производится по двоичным разрядам, но теперь возвращается единица, если хотя бы у одного числа в данном разряде имеется единица. Например:

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | int x1 = 2; //010  int y1 = 5;//101  Console.WriteLine(x1|y1); // выведет 7 - 111  int x2 = 4; //100  int y2 = 5;//101  Console.WriteLine(x2 | y2); // выведет 5 - 101 |

* **^** (логическое исключающее ИЛИ)
* Также эту операцию называют XOR, нередко ее применяют для простого шифрования:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | int x = 45; // Значение, которое надо зашифровать - в двоичной форме 101101  int key = 102; //Пусть это будет ключ - в двоичной форме 1100110    int encrypt = x ^ key; //Результатом будет число 1001011 или 75  Console.WriteLine($"Зашифрованное число: {encrypt}") ;    int decrypt = encrypt ^ key; // Результатом будет исходное число 45  Console.WriteLine($"Расшифрованное число: {decrypt}"); |

Здесь опять же производятся поразрядные операции. Если у нас значения текущего разряда у обоих чисел разные, то возвращается 1, иначе возвращается 0. Таким образом, мы получаем из 9^5 в качестве результата число 12. И чтобы расшифровать число, мы применяем ту же операцию к результату.

* **~** (логическое отрицание или инверсия)
* Еще одна поразрядная операция, которая инвертирует все разряды: если значение разряда равно 1, то оно становится равным нулю, и наоборот.

|  |  |
| --- | --- |
| 1  2 | int x = 12; // 00001100  Console.WriteLine(~x); // 11110011 или -13 |

### Представление отрицательных чисел

Для записи чисел со знаком в C# применяется **дополнительный код** (two’s complement), при котором старший разряд является знаковым. Если его значение равно 0, то число положительное, и его двоичное представление не отличается от представления беззнакового числа. Например, 0000 0001 в десятичной системе 1.

Если старший разряд равен 1, то мы имеем дело с отрицательным числом. Например, 1111 1111 в десятичной системе представляет -1. Соответственно, 1111 0011 представляет -13.

Чтобы получить из положительного числа отрицательное, его нужно инвертировать и прибавить единицу:

|  |  |
| --- | --- |
| 1  2  3  4 | int x = 12;  int y = ~x;  y += 1;  Console.WriteLine(y); // -12 |

![Two complement in C#](data:image/png;base64,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)

### Операции сдвига

Операции сдвига также производятся над разрядами чисел. Сдвиг может происходить вправо и влево.

* x<<y - сдвигает число x влево на y разрядов. Например, 4<<1 сдвигает число 4 (которое в двоичном представлении 100) на один разряд влево, то есть в итоге получается 1000 или число 8 в десятичном представлении.
* x>>y - сдвигает число x вправо на y разрядов. Например, 16>>1 сдвигает число 16 (которое в двоичном представлении 10000) на один разряд вправо, то есть в итоге получается 1000 или число 8 в десятичном представлении.

Таким образом, если исходное число, которое надо сдвинуть в ту или другую строну, делится на два, то фактически получается умножение или деление на два. Поэтому подобную операцию можно использовать вместо непосредственного умножения или деления на два. Например:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | int a = 16; // в двоичной форме 10000  int b = 2; // в двоичной форме  int c = a << b; // Сдвиг числа 10000 влево на 2 разряда, равно 1000000 или 64 в десятичной системе    Console.WriteLine($"Зашифрованное число: {c}") ; // 64    int d = a >> b; // Сдвиг числа 10000 вправо на 2 разряда, равно 100 или 4 в десятичной системе  Console.WriteLine($"Зашифрованное число: {d}"); // 4 |

При этом числа, которые участвую в операциях, необязательно должны быть кратны 2:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | int a = 22; // в двоичной форме 10110  int b = 2; // в двоичной форме  int c = a << b; // Сдвиг числа 10110 влево на 2 разряда, равно 1011000 или 88 в десятичной системе    Console.WriteLine($"Зашифрованное число: {c}") ; // 88    int d = a >> b; // Сдвиг числа 10110 вправо на 2 разряда, равно 101 или 5 в десятичной системе  Console.WriteLine($"Зашифрованное число: {d}"); // 5 |

### Пример практического применения операций

Многие недооценивают поразрядные операции, не понимают, для чего они нужны. Тем не менее они могут помочь в решении ряда задач. Прежде всего они позволяют нам манипулировать данными на уровне отдельных битов. Один из примеров. У нас есть три числа, которые находятся в диапазоне от 0 до 3:

|  |  |
| --- | --- |
| 1  2  3 | int value1 = 3; // 0b0000\_0011  int value2 = 2; // 0b0000\_0010  int value3 = 1; // 0b0000\_0001 |

Мы знаем, что значения этих чисел не будут больше 3, и нам нужно эти данные максимально сжать. Мы можем три числа сохранить в одно число. И в этом нам помогут поразрядные операции.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | int value1 = 3; // 0b0000\_0011  int value2 = 2; // 0b0000\_0010  int value3 = 1; // 0b0000\_0001  int result = 0b0000\_0000;  // сохраняем в result значения из value1  result = result | value1; // 0b0000\_0011  // сдвигаем разряды в result на 2 разряда влево  result = result << 2; // 0b0000\_1100  // сохраняем в result значения из value2  result = result | value2; // 0b0000\_1110  // сдвигаем разряды в result на 2 разряда влево  result = result << 2; // 0b0011\_1000  // сохраняем в result значения из value3  result = result | value3; // 0b0011\_1001    Console.WriteLine(result); // 57 |

Разберем этот код. Сначала определяем все сохраняемые числа value1, value2, value3. Для хранения результата определена переменная result, которая по умолчанию равна 0. Для большей наглядности ей присвоено значение в бинарном формате:

|  |  |
| --- | --- |
| 1 | int result = 0b0000\_0000; |

Сохраняем первое число в result:

|  |  |
| --- | --- |
| 1 | result = result | value1; // 0b0000\_0011 |

Здесь мы имеем дело с логической операцией поразрядного сложения - если один из соответствующих разрядов равен 1, то результирующий разряд тоже будет равен 1. То есть фактически

|  |  |
| --- | --- |
| 1  2  3  4  5 | 0b0000\_0000  +  0b0000\_0011  =  0b0000\_0011 |

Итак, первое число сохранили в result. Мы будем сохранять числа по порядку. То есть сначала в result будет идти первое число, затем второе и далее третье. Поэтому сдвигаем число result на два разряда влево (наши числа занимают в памяти не более двух разрядов):

|  |  |
| --- | --- |
| 1 | result = result << 2; // 0b0000\_1100 |

То есть фактически

|  |  |
| --- | --- |
| 1  2 | 0b0000\_0011 << 2 =  0b0000\_1100 |

Далее повторяем логическую операцию сложения, сохраняем второе число:

|  |  |
| --- | --- |
| 1 | result = result | value2; // 0b0000\_1110 |

что эквивалентно

|  |  |
| --- | --- |
| 1  2  3  4  5 | 0b0000\_1100  +  0b0000\_0010  =  0b0000\_1110 |

Далее повторяем сдвиг на два разряда влево и сохраняем третье число. В итоге мы получим в двоичном представлении число 0b0011\_1001. В десятично системе это число равно 57. Но это не имеет значения, потому что нам важны конкретные биты числа. Стоит отметить, что мы сохранили в одно число три числа, и в переменной result еще есть сводобное место. Причем в реальности не важно, сколько именно битов надо сохранить. В данном случае для примера сохраняем лишь два бита.

Для восстановления данных прибегнем к обратному порядку:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | result = 0b0011\_1001  // обратное получение данных  int newValue3 = result & 0b000\_0011;  // сдвигаем данные на 2 разряда вправо  result = result >> 2;  int newValue2 = result & 0b000\_0011;  // сдвигаем данные на 2 разряда вправо  result = result >> 2;  int newValue1 = result & 0b000\_0011;  Console.WriteLine(newValue1); // 3  Console.WriteLine(newValue2); // 2  Console.WriteLine(newValue3); // 1 |

Получаем числа в порядке, обратном тому, в котором они были сохранены. Поскольку мы знаем, что каждое сохраненное число занимает лишь два разряда, то по сути нам надо получить лишь последние два бита. Для этого применяем битовую маску 0b000\_0011 и операцию логического умножения, которая возвращает 1, если каждый из двух соответствующих разрядов равен 1. То есть операция

|  |  |
| --- | --- |
| 1 | int newValue3 = result & 0b000\_0011; |

эквивалентна

|  |  |
| --- | --- |
| 1  2  3  4  5 | 0b0011\_1001  \*  0b0000\_0011  =  0b0000\_0001 |

Таким образом, последнее число равно 0b0000\_0001 или 1 в десятичной системе

Стоит отметить, что если мы точно знаем структуру данных, то мы легко можем составить битовую маску, чтобы получить нужно число:

|  |  |
| --- | --- |
| 1  2  3 | result = 0b0011\_1001;  int recreatedValue1 = (result & 0b0011\_0000) >> 4;  Console.WriteLine(recreatedValue1); |

Здесь получаем первое число, которое, как мы знаем, занимает в числе биты 4 и 5. Для этого применяем умножение на битовую маску 0b0011\_0000. И затем сдвигаем число на 4 разряда вправо.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | 0b0011\_1001  \*  0b0011\_0000  =  0b0011\_0000  >> 4  =  0b0000\_0011 |

Аналогично, если мы точно знаем структуру, по которой сохраняются данные, то мы могли бы сохранить данные сразу в нужное место в числе result:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | int value1 = 3; // 0b0000\_0011  int value2 = 2; // 0b0000\_0010  int value3 = 1; // 0b0000\_0001  int result = 0b0000\_0000;  // сохраняем в result значения из value1  result = result | (value1 << 4);  // сохраняем в result значения из value2  result = result | (value2 << 2);  // сохраняем в result значения из value3  result = result | value3; // 0b0011\_1001    Console.WriteLine(result); // 57 |